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Abstract

This paper is about a 2½-D animation system, termed RUFIAS (from Rubbery Figure Animation System), that is utilized for the creation of computer animation sequences which have the look and feel of traditional hand-drawn animation productions. RUFIAS provides a user interface where various basic methods of animation specification are provided, of which an approximated dynamic motion specification technique and motion curve based animation are the most important, and where various character drawing methods are provided, of which parameterized outline drawing and free-form skeleton object drawing are the most important. RUFIAS is implemented on state-of-the-art graphics workstations, allowing an interactive (as well as real-time) creation of animation sequences by means of direct manipulation.

1: Introduction

Since the early days of computer animation [1], many techniques have been reported upon that improve or facilitate the creation of animated sequences [2],[3],[4]. A large part of the later techniques and methods described in literature, is mostly aimed at 3D computer animation and a trend towards real-time Virtual Reality based approaches for animation specification can be noticed [5].

With the design and implementation of RUFIAS, the main goal was to utilize and extend some of these computer animation techniques in order to realize a system in which the creation of animated characters and scenery with a look alike the one traditionally encountered in comic strip-books. Hence, we opted for a 2½-D approach, in which 2D characters and scenery can freely be positioned in the 3D space. Hence, the object modeling tools provided are two-dimensional in nature, while the position specification for non-moving items and the motion specification for moving items are three-dimensional in nature.

Other 2½-D computer animation systems reported upon in literature, are Inkwell [6] and COSA [7]. A main difference with Inkwell is to be found in offered functionality and the available tools to come to this functionality: e.g., in Inkwell, warped Coons' patches are a fundamental primitive in free-form animation specification, whereas RUFIAS utilizes for this an approximated dynamic motion specification on skeletons around which free-form objects are placed. Another main difference is to be found in the fact that RUFIAS utilizes a 3D space to animate the 2D objects. The main difference with COSA (also implemented in our Lab) is the fact that COSA is designed to be used in cut-out shape animation in which rigid 2D -mostly textured- polygons are used in the object representation, whereas RUFIAS uses free-form object representations. Regarding the motion specification, e.g., COSA does not support the approximated dynamic motion specification. A main difference between RUFIAS and both other systems is to be found in the provided parameterized outline drawing technique.

In Section 2, an overview is given of the RUFIAS system. Section 3 elaborates on the
parameterized outline functionality of RUFIAS. Sections 4 and 5 elucidate resp. the concept of animated stick-figure skeletons and the construction of free-form objects around these skeletons. These various sections give some examples. Conclusions and directions for future work are given in Section 6.

Figure 1: Example scenery

2: Overview of the RUFIAS System

RUFIAS is implemented in OpenGL on an SGI ONYX. As mentioned before, the main goal of our implementation is the creation of animated 2½-D characters and scenery in a 3D space (viewed upon by a three-dimensional virtual camera), with a look
and feel alike the one encountered in traditional 2D animation and comic stripbooks. In Figure 1, some illustrations of this are given. The two main techniques reported upon in this paper have been utilized in these animation snapshots:

- The outlines in the modeled figures (the trees, the castle, the mountains, etc.) have been rendered with the parameterized outline technique described in Section 3. This outlining technique allows animators to change in time a number of parameters on control points of the outlines at issue. The main parameters involved are the color, the width and the visibility of the outline. The alteration of the outline width in time, e.g., allows the outlines to maintain their width on the screen, irrespectively of the distance the outlines have with respect to the virtual camera: outlines which have (in object space) a fixed width with respect to their corresponding object, e.g. when they are generated using texture maps, would get a larger size in on the screen when their distance to the virtual camera in the 3D world space is reduced.

- The puppet character has been generated with the technique of free-form objects around skeletons reported upon in Section 5. The animation of this character is governed by the approximated dynamic simulation technique for interactive motion specification reported upon in [8] and shortly described in Section 4. A snapshot of the editor for this functionality is given in Figure 2. We will come back to this in Section 4.

In order to have a fall back position for animation specification which currently falls out of the scope of the aforementioned tools, the possibility is offered in which objects can be texture mapped with hand-drawn bitmap sequences. By mapping the hand-drawn bitmaps onto hierarchically modeled characters, additional functionality is offered. The motion specification in these cases is supported by a curve editor infrastructure (all degrees of freedom and parameters in the animation are represented in time by interactively editable piece-wise continuous Bezier-curves) that is traditionally utilized in 3D animation systems. The knight in the snapshot of Figure 1 is an example of this.
3: Parameterized Outlines

An interactive Bezier-curve editor allows the creation of free-form objects which can be used as basic characters or scenery for the animation sequence to be set up. The curves in the system can be open or closed; the internal area of the latter type of curves can be filled with colors. In order to have a look and feel alike of cartoon figures, it is necessary that all the characters and items in the depicted scenery are provided with (mostly solid-colored) outlines. For non-moving objects, these outlines can be generated using texture mapping. In case where the distance from the object to the virtual camera changes, however, the width of these textured outlines will change. For moving objects, this becomes even more a problem. Hence we implemented a technique in which the outlines can be parameterized. In Figure 3, an example is given of this outline parameterization. On the left, the castle’s outline width increases as the camera approaches, while on the right, the outline width remains unchanged.

The parameters which can be animated are outline width, outline color and outline visibility. Each of these parameters is defined at each of the joint points of the Bezier-curves in the object outlines. When the curves are instantiated towards poly-lines, the parameter values are then copied and interpolated towards the joint points of the poly-lines. The color parameter is most of the time a fixed value for a given character, but they can be interpolated if needed. The visibility parameter indicates whether or not the curves, and ultimately the poly-lines, between joint-points are to be drawn as outlines or not (they are not drawn if the parameters of the two surrounding joint points indicate ‘invisible’).
More attention is needed for the width parameter. In figure 4 we show how the poly-lines are drawn. Instead of using line-draw routines, we use quads to represent lines. Every vertex of a poly-line has a width parameter. In order to preserve the same width in the outlines, even when the poly-line is moved in the Z-direction, we calculate a new width according to the depth of the vertex. This also gives us the possibility to change the camera position and direction in the scene while the line-width stays the same. To avoid the triangular holes at the joints of a poly-line, we draw another quad over the endpoints of the current poly-line and the next one. When the poly-lines are not too thick, this method gives reasonable results.

4: Animated Skeletons

For the animation of objects we use a technique based on the algorithm presented in [8]. This is an approximated dynamic simulation technique for interactive motion specification. The algorithm tries to maintain the object in a correct configuration, where no length constraints or joint constraints are violated, while the user can interactively drag points of the skeleton.

There are two types of constraints used to maintain the form of the object, i.e. joint constraints, and length constraints. Both types allow the user to specify a minimum and maximum value. It is up to the computer to maintain the current angle or length within this range. The use of a minimum and maximum value for constraints makes it possible for the objects to extrude. This is a frequently used technique to give cartoon figures a life-like appearance in an animation sequence.

The adaptation of the object is computed using an iteration method. In each iteration the current configuration is checked against all constraints placed by the animator. If the length between to points exceeds the maximum length or is smaller than the minimum length an adaptation of the object is forced. The two points need to be moved away or towards each other. This means that the momentum of both points must be changed so that this movement takes place. In a next step all angle constraint are checked against violations. An angle constraint uses three points, i.e. a hinge and two points that form the angle. If a joint constraint is violated one of the two points forming the angle must be rotated round the hinge point. The displacement that this rotation produces can not be directly used as a change of momentum for that point. The rotation produces a torque that must be compensated.

In the final step, all momentum vectors are applied to the object points. The iteration is repeated as long as there are constraints being violated or a maximal iteration count is reached.

A few modifications were made to the algorithm proposed in [8]. The correction for the torque induced by the rotation of a vector round the hinge, contained some errors. To compensate the torque displacement vectors are computed for the two points. The corrected displacement vectors are (cf. [8]):

\[ ch1 = corr \times (p1 - p2) \]
\[ ch3 = ch3 + corr \times (p3 - p2) \]

where
\[ corr = \text{torque} \times \left( \frac{1}{(\text{length} (p1 - p2))^2 + (\text{length} (p3 - p2))^2} \right) \]
and
\[ \text{torque} = \text{ch}3 \times (p3 - p2) \]
and
\[ \text{ch}3 \] is the original displacement of point \( p3 \) caused by the rotation of point \( p3 \) round the hinge.

The algorithm has also been modified towards a parallel version. The constraint checking and modification of the object based on these constraints is distributed over the number of processors available.

The use of this technique makes effects like gravitation easy to implement. For gravitation the momentum of each point is initialized with the gravitation vector. We are currently finishing a wind effect where the animator can change the velocity of the wind in real time. This effect can be implemented using the same method.

5: Free-form Objects around the Skeletons

In the literature, several techniques have been reported upon that allow motion specification of free-form objects; cf. [6], [8], [9], [10]. In the implementation of RUFIAS, we take a different approach towards the realization of free-form animation specification.

The RUFIAS system works in two different modes. In the first mode, i.e. play mode, the user can drag points of the skeleton while the object moves correctly. The second mode allows the animator to design and modify the skeleton, and draw the figure to be animated.

In skeleton mode the user can add, delete, modify Bezier-curves. This allows the user to draw a figure using conventional curve-drawing techniques. The skeleton can be modified using the length and joint buttons. These buttons allow the user to change or add length and angle constraints. For each constraint the user can specify a minimal and maximal value. This allows the object to be of fixed shape or have an elastic shape. The animator can also change various parameters of the Bezier-curves, and skeleton, i.e. the line-width and smoothness of the curves, the mass of the skeleton points.

After drawing of the Bezier-curves constituting the free-form objects, the animators currently have to specify manually the rods of the skeleton and provide them with the
appropriate constraints. When the object forms are becoming somewhat more complex (a few hundred of rods in the skeleton), this becomes a tiresome process. To overcome this problem, we started designing tools to allow semi-automatic creation of the skeleton structure and specification of the constraints. For larger characters, it turns out that many constraints are set to a fixed value in order to give the character stability; these kinds of constraints will be set automatically.

6: Conclusions and Directions of Future Research

In this paper, we described the functionality of RUFIAS, a 2½-D computer animation system designed for the creation of animated characters and scenery with a look and feel alike the one traditionally encountered in comic strip-books. It is elucidated and illustrated how parameterized techniques can be utilized to control the outlines of the drawn objects. It is moreover explained how an approximated dynamic motion specification is used on skeletons and how free-form Bezier-curves are placed to constitute the objects. RUFIAS allows the manipulation of fairly complex 2½-D animation with the intended look and feel, but many animated sequences still can not be governed by its tools; hence, a fall back position is offered by means of a curve based hierarchical motion specification in which objects texture mapped with hand-drawn bitmap sequences can be animated.

Several directions of future work can be indicated. A first one involves the integration of other 2D (or 2½-D) computer animation techniques, e.g., the cut-out shape animation functionality of COSA [7] and some of the warping ideas of Inkwell [6], into the concepts of RUFIAS.

Some pragmatic user-interface related issues can be solved in future work as well: we have a list of pragmatic 'feature requirements' from the animators, mostly dealing with improvements and short-cuts in the user interface: e.g. we are finishing an implementation in which the control points of the Bezier-curves of the object shapes no longer have to be a part of the skeleton joint-points, whereas a semi-automatic generation of the skeletons and constraints on the skeletons within the Bezier-curves of the object shapes would also be a real time-saver (cf. Section 5).

Inclusion of more 3D techniques (but still retaining the current look in the resulting animation sequences) into RUFIAS will also be a topic of future research. Since real-time (or at least interactive) rendering remains possible in many situations, the road is paved for some extensions towards interactive applications outside the animation domain: interactive stories on CD-ROM, interactive TV, etc.
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